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Funciones

A la hora de consultar la base de datos, solo se ve el nombre de la función —o SP—, si necesita parámetros de entrada —input— o no, y el resultado —output—. No vemos qué sucede internamente, ya que se encuentran encapsuladas.

**Función almacenada**

Es una rutina creada para tomar uno o más parámetros, realizarles un procedimiento y retornar los resultados en un output.

* Pueden incluir parámetros solamente de entrada.
* Deben retornar un valor con algún tipo de dato definido.
* Solo retornan un valor individual, no un conjunto de registros. A esto se le llaman resultados escalares.

Por lo general se usan para hacer cálculos sobre los datos, obteniendo **datos derivados.**

**Estructura**

|  |  |
| --- | --- |
| CREATE FUNCTION | Seguido el nombre de la función |
| RETURN | Se indica el tipo de dato retornado, y el tipo de función |
| BEGIN | Indica el inicio del código SQL |
| RETURN | Retorna el bloque de instrucciones SQL |
| END | Indica el final del código SQL |
| DROP FUNCTION [IF EXIST] nombre() | Elimina una función, se requiere privilegio de ALTER ROUTINE |

**CREATE FUNCTION** nombre()

**RETURNS** [tipo de dato] [característica]

**BEGIN**

**RETURN** – instrucciones SQL;

**END**

**Características**

Las características disponibles son:

|  |  |
| --- | --- |
| DETERMINISTIC | Indica que siempre devuelve el mismo resultado cuando se usan los mismos parámetros de entrada. |
| NOT DETERM… | Indica que no siempre devuelve el mismo resultado, aunque tengo los mismos parámetros. |
| CONTAINS SQL | Indica que contiene sentencias SQL, pero no sentencias de manipulación de datos. |
| NO SQL | Indica que no contiene sentencias SQL. |
| READS SQL DATA | Indica que contiene sentencias de lectura de datos (ej: SELECT). |
| MODIFIES SQL DATA | Indica que modifica los datos de la base y que contiene sentencias como INSERT, UPDATE O DELETE. |

**Aclaraciones**

Si no queremos especificar una característica a la función usar comando:

**SET GLOBAL log\_bin\_trust\_function\_creators = 1;**

Trabajando sobre query de trabajo usar:

**DELIMITER**

**Variables**

**Declaración**

* Dentro de una F se permite declarar variables (elementos que almacenan datos y pueden ir cambiando a lo largo de la ejecución).
* Se declara después de la cláusula BEGIN y antes del bloque de instrucciones SQL.
* Opcional; definir un valor inicial mediante clausula DEFAULT.

Sintaxis:

**DECLARE nombre TIPO\_DE\_DATO [DEFAULT valor];**

**Ej:**

**DECLARE apellido STRING DEFAULT Jimenez;**

**Asignación de valores**

Se utiliza la cláusula SET, y solo pueden contener valores escalares (un solo valor).

Sintaxis:

SET nombre = expresión;

Ej:

**CREATE FUNCTION** agregar-IVA(precio-sin-impuestos **DOUBLE**(10,12))

**RETURNS DOUBLE**(10,12) **DETERMINISTIC**

**BEGIN**

**DECLARE** **IVA** **INT DEFAULT** 21;

**RETURN** ((precio-sin-impuestos \* **IVA** ) / 100) + precio-sin-impuestos;

**END**

**Parámetros**

* Son variables por donde se envían y reciben datos de programas clientes.
* Se definen dentro de la cláusula CREATE.
* Las F pueden tener uno, varios o ningún parámetro de entrada.
* No pueden ingresarse parámetro del tipo OUT o INOUT

|  |  |  |
| --- | --- | --- |
| Parámetro | Tipo | Función |
| IN | Entrada | Recibe datos |

**IN**

Es un parámetro de entrada de datos y se usa para recibir valores. Es definido por defecto cuando no se especifica su tipo.

Sintaxis:

CREATE FUNCTION nombre(IN param1 TIPO, IN param2 TIPO)

Ej:

CREATE FUNCTION nombre(IN id-usuario INT)

BEGIN

-- Instrucciones SQL

**END**

Ejecución:

SELECT \*, nombre(idUsuario) FROM usuarios;

Ejemplos:

CREATE FUNCTION nombre\_completo(nombre VARCHAR(45), apellido VARCHAR(45))

RETURNS VARCHAR(90) DETERMINISTIC

BEGIN

RETURN CONCAT(nombre, ‘ ’, apellido);

**END**

SELECT idUsuario, nombre\_completo(nombre, apellido) FROM usuarios;

SELECT legajo, nombre\_completo(nombre, apellido) FROM empleados;

**CREATE FUNCTION** categoria\_sueldo(sueldo **DOUBLE**)

**RETURNS VARCHAR(15) DETERMINISTIC**

**BEGIN**

**DECLARE** categoria **VARCHAR(15)**;

**CASE WHEN** sueldo < 200 **THEN SET** categoria = ‘Bajo’;

**WHEN** sueldo < 1000 **THEN SET** categoria = ‘Promedio’;

**ELSE SET** categoria = ‘Alto’; **END** **CASE;**

**RETURN** categoría;

**END**

SELECT legajo, sueldo, categoria\_sueldo(sueldo) FROM empleados;

**Stored Procedure**

Son un conjunto de instrucciones SQL que se almacenan, compilan y ejecutan dentro del servidor de bases de datos.

Pueden incluir parámetros de entrada y salida, devolver resultados tabulares o escalares, mensajes para el cliente e invocar instrucciones DDL y DML.

Se los suele utilizar para definir la lógica del negocio dentro de la base de datos y reducir la necesidad de codear la lógica en programas clientes.

Estructura

|  |  |
| --- | --- |
| DELIMITER | Se escribe seguida de una combinación de símbolos que no serán utilizados dentro del SP. |
| CREATE PROCEDURE | Seguido el nombre del procedimiento. |
| BEGIN | Indica el inicio del código SQL |
| END | Indica el final del código SQL, y seguido debe escribirse la combinación de símbolos definidos en DELIMITER. |
| DROP PROCEDURE [IF EXISTS] | Elimina un SP. Requiere privilegio ALTER ROUTINE. |

**Variables**

[Más información](#Variables)

**Parámetros**

* Son variables por donde se envían y reciben datos de programas clientes.
* Se definen dentro de la cláusula CREATE.
* Los SP pueden tener uno, varios o ningún parámetro de entrada, igualmente para los parámetros de salida.

|  |  |  |
| --- | --- | --- |
| Parámetro | Tipo | Función |
| IN | Entrada | Recibe datos |
| OUT | Salida | Devuelve datos |
| INOUT | Entrada-Salida | Recibe y devuelve datos |

* **IN**

Es un parámetro de entrada de datos y se usa para recibir valores. Es definido por defecto cuando no se especifica su tipo.

Sintaxis:

CREATE PROCEDURE nombre(IN param1 TIPO, IN param2 TIPO)

Ej:

DELIMITER $$

CREATE PROCEDURE nombre(IN id-usuario INT)

BEGIN

-- Instrucciones SQL

END $$

Ejecución:

CALL nombre(2)

* **OUT**

Es un parámetro de salida de datos y se usa para devolver valores.

Sintaxis:

CREATE PROCEDURE nombre(OUT param1 TIPO, OUT param2 TIPO)

Ej:

DELIMITER $$

CREATE PROCEDURE nombre(OUT salario FLOAT)

BEGIN

SET salario = 25700.50;

END $$

Ejecución:

CALL nombre(@salario);

SELECT @salario; -- Instrucciones SQL;

* **INOUT**

Es un parámetro de entrada y salida de datos. Puede recibir valores y devolver los resultados en la misma variable.

Sintaxis:

CREATE PROCEDURE nombre(INOUT param1 TIPO, INOUT param2 TIPO)

Ej:

DELIMITER $$

CREATE PROCEDURE nombre(INOUT aumento FLOAT)

BEGIN

SET aumento = aumento + 25700.50;

END $$

Ejecución:

SET @salario = 2000.0;

CALL nombre(@salario);

SELECT @salario; -- Instrucciones SQL;

Bloque de sentencias

Dentro del bloque BEING… END, además de definir variables su pueden escribir distintas sentencias para los SP:

* Sentencias de control de flujo
* Cursores
* Manejo de errores
* **Sentencias de control de flujo**

Cuando necesitamos aplicar condiciones y/o bucles en nuestro programa, MYSQL nos brinda las siguientes sentencias:

|  |  |
| --- | --- |
| **CASE** | Se utiliza para condicionales complejas. |
| **IF** | Se utiliza para condicionales simples. |
| **ITERATE** | Vuelve a empezar una iteración. Solo se utiliza en LOOP, REPEAT y WHILE. |
| **LEAVE** | Se utiliza para salir de iteraciones. |
| **LOOP** | Bucle que se ejecuta X cantidad de veces. |
| **REPEAT** | Bucle que se ejecuta hasta que se cumple una condición. |
| **RETURN** | Se utiliza para retornar un valor en una función o procedimiento. |
| **WHILE** | Bucle que se ejecuta mientras se cumpla la condición. |

Ej:

**DELIMITER $$**

**CREATE FUNCTION** sp\_nombre\_funcion(**IN** id\_usuario INT) **RETURNS** INT

**BEGIN**

**DECLARE** **v** INT;

**SET** v =id\_usuario;

**CASE** v

**WHEN** v =1 **THEN SET** v =2;

**WHEN** v =3 **SET** v =4;

**END CASE**;

nombreLoop1: **LOOP**

**SET** v = v +1;

**IF** v <=3 **THEN ITERATE** nombreLoop1;

**ELSEIF** v > 3 **LEAVE** nombreLoop1;

**END IF**;

**END LOOP** nombreLoop1;

**RETURN** v ;

**END $$**

**CREATE FUNCTION** sp\_nombre\_funcion() **RETURNS** INT

**BEGIN**

**DECLARE v** INT**;**

**SET** v = 1;

**REPEAT**

**SET** v = v +1;

**UNTIL** v = 1000 **END REPEAT;**

**WHILE v > 0 DO**

**SET** v = v -1;

**END WHILE;**

**RETURN** v**;**

**END $$**

**Cursor**

**-------------------------------------------------------------------**

**Funciones MYSQL**

* Funciones de cadenas o textos
* Funciones numéricas
* Funciones de fecha
* Funciones de ventana
* Funciones de información
* Funciones almacenadas
* **Funciones de cadenas o textos**

|  |  |
| --- | --- |
| **CHARACTER\_LENGTH** | Devuelve la longitud de la cadena en caracteres. |
| **CONCAT** | Junta 2 o más cadenas de texto. |
| **FORMAT** | Formatea un numero a un formato como ”XXX,XXX.XX”, redondeado a un número especifico de posiciones decimales. |
| **INSERT** | Inserta una cadena dentro de una cadena en la posición especificada y para un cierto número de caracteres. |
| **LOCATE** | Devuelve la posición de la primera aparición de una subcadena en una cadena. |
| **LOWER** | Convierte una cadena en minúsculas. |
| **UPPER** | convierte una cadenas en mayúsculas. |
| **REPLACE** | Reemplaza todas las apariciones de una subcadena dentro de una cadena, con una nueva subcadena. |
| **RIGHT** | Extrae varios caracteres de una cadena comenzando desde la derecha. |
| **LEFT** | Extrae varios caracteres de una cadena comenzando desde la izquierda. |
| **SUBSTR** | Extrae una subcadena de una cadena comenzando en cualquier posición. |

* **Funciones numéricas**

|  |  |
| --- | --- |
| **GREATEST** | Devuelve el mayor valor de la lista de argumentos. |
| **LEAST** | Devuelve el valor mas pequeño de la lista de argumentos. |
| **MOD** | Devuelve el resto de un numero dividido por otro número. |
| **POW** | Devuelve el valor de un numero elevado a la potencia de otro número. |
| **ROUND** | Redondea un numero a un número especifico de decimales. |
| **SQRT** | Devuelve la raíz cuadrada de un número. |
| **TRUNCATE** | Trunca un numero al numero especificado de posiciones decimales. |

* **Funciones de fechas**

|  |  |
| --- | --- |
| **ADDDATE** | Agrega un intervalo de hora/fecha a una fecha y luego la devuelve. |
| **CURDATE** | Devuelve la fecha actual. |
| **DATEDIFF** | Devuelve el número de días entre dos valores de fecha. |
| **DATE\_FORMAT** | Formatea una fecha. |
| **EXTRACT** | Extra una parte de una fecha determinada. |
| **LAST\_DAY** | Extrae el ultimo día del mes para una fecha determinada. |
| **SEC\_TO\_TIME** | Devuelve un valor de tiempo basado en los segundos especificados. |

* **Funciones de ventana**

Realiza un calculo en un conjunto de filas de la tablas que de alguna manera están relacionadas con la fila actual. Comparable con AVG, COUNT, etc.

No hace que las filas se agrupen en una sola fila de salidas. Detrás de escena la función de ventana puede acceder a mas que solo la fila actual del resultado de la consulta.

|  |  |
| --- | --- |
| **FUNCION** | **DEVUELVE** |
| **FIRST\_VALUE** | Primer valor del primer registro de nuestra consulta. |
| **LAG** | Valor anterior del registro actual que estamos mostrando. |
| **LAST\_VALUE** | Valor del último registro de nuestra consulta. |
| **LEAD** | valor siguiente del registro actual que estamos mostrando |
| **NTILE** | Divide la cantidad de resultados por el parámetro que recibe y asigna un grupo a cada uno de los registros |
| **ROW\_NUMBER** | Número de la fila actual dentro de la cantidad de resultados. Los números de filas van desde 1 hasta el número de filas de resultados. |

* **Función de información**

Se utilizan para consultar la información del sistema de la base de datos MYSQL. También para obtener información sobre las conexiones a nuestra base.

|  |  |
| --- | --- |
| **FUNCION** | **DEVUELVE** |
| **CURRENT\_ROLE** | Roles activos actuales del usuario conectado. |
| **CURRENT\_USER** | Nombre de usuario y el nombre de host autenticados. |
| **DATABASE** | Nombre de la base de datos actual. |
| **LAST\_INSERT\_ID** | Valor de la columna AUTOINCREMENT para el último INSERT. |
| **ROW\_COUNT** | Numero de filas actualizadas. |
| **VERSION** | Cadena que indica la versión del servidor MYSQL. |

**Condicionales**

|  |  |
| --- | --- |
| **IF** | Dos funciones: la que ya conocemos, y para controlar el flujo de sentencias dentro de un SP. La primera es una función que recibe 3 argumentos: condición a evaluar, valor a devolver si se cumple y un valor a devolver si no se cumple. La segunda función se usa para ejecutar un bloque de codigo SQL basado en una condición específica. |
| **CASE** | En algunos motores de BBDD no existe IF y se usa CASE. La mayor diferencia con IF es que se pueden analizar diferentes condiciones y la función IF solo analiza una y devuelve uno de los 2 valores posibles. |
| **IF anidados** | Se puede agregar otra función IF en alguno de los dos parámetros que devuelven el valor (cumple o no la condición). |

**Repetitivas**

|  |  |
| --- | --- |
| **WHILE** | Recorre el campo que recibe por parametro mientras se cumpla la condicion. |
| **REPEAT** | Se ejecuta al comienzo, y luego continua ejecutandose mientras que se cumpla la condicion |
| **LOOP** | Encierra un bloque de instrucciones entre LOOP y END LOOP. Para finalizar el bloque hay que ejecutar LEAVE e indicar una etiqueta definida previa al comando LOOP. Ej: loop\_simple: LOOP, LEAVE loop\_simple. |

**Cursores**

Permiten realizar una o más operaciones por cada uno de los registros de nuestra consulta. Definición:

* DECLARE: se utiliza para definir el cursor
* OPEN: se utiliza para abrir el cursor.
* FETCH: se utiliza para asignar el próximo valor del cursor a un variable.
* CLOSE: se utiliza para cerrar un cursor.

Aclaración, hay 2 sentencias que agregar a los cursores: un LOOP para recorrer los registros del SELECT, y un HANDLER para cuando nos quedemos sin registros por recorrer en el SELECT.

* DECLARE CONTINUE HANDLER FOR NOT FOUND SET finished = 1;
* ABRIR EL LOOP.
* IF finished = 1 THEN LEAVE recorre; END IF;
* CERRAR EL LOOP.

Ejemplo:

|  |
| --- |
|  |

**Subconsultas**

Es una consulta escrita dentro de otra consulta. Tenemos la opción de anidar consultas para agregar más lógica y filtrar y/o agregar más información a nuestros resultados. Pueden retornar un único valor, una columna con varios registros y/o también varias columnas con varios valores.

Tipos;

* Escalares: devuelven un unico valor escalar.

|  |
| --- |
| **SELECT** c.\*  **FROM** factura f  **INNER JOIN** cliente c  **ON** f.id\_cliente = c.id\_cliente  **WHERE** fecha\_factura = (**SELECT MAX**(fecha\_factura) **FROM** factura) |

* EXISTS o NOT EXISTS: devuelve verdadero o falso, dependiendo de si la subconsulta retorna valores.

|  |
| --- |
| **SELECT** c.\*  **FROM** factura f  **INNER JOIN** cliente c  **ON** f.id\_cliente = c.id\_cliente  **WHERE EXISTS** (**SELECT** \* **FROM** cliente) |

* Relacionadas: tiene relación y campos correlacionados con la consulta padre.

|  |
| --- |
| **SELECT** f.\*  **FROM** factura f  **INNER JOIN** cliente c  **ON** f.id\_cliente = c.id\_cliente  **WHERE EXISTS** (**SELECT** \* **FROM** cliente c2 **where** c2.nombre **like** ‘%Juan%’ **and** c.id\_cliente = c2.id\_cliente ) |

Triggers

Son objetos de base de datos que sirven para ejecutar codigo SQL luego de que se haya ejecutado una sentencia de Insert, Update o Delete sobre una tabla específica. No se pueden definir para tablas temporales ni para vistas.

Se pueden usar para modificar datos, reglas complejas y auditoría.

|  |
| --- |
| **CREATE TRIGGER** nombreTrigger  tiempoTrigger eventoTrigger  **ON** NombreTabla **FOR EACH ROW**  ordenTrigger (opcional)  CuerpoTrigger |

|  |  |
| --- | --- |
| tiempoTrigger | BEFORE O AFTER.  Es para definir cuándo se va a ejecutar el trigger. |
| eventoTrigger | INSERT, UPDATE O DELETE.  Es el evento que se ejecuta sobre nuestra tabla que va a triggerear. |
| ordenTrigger | FOLLOWS O PRECEDES nombreTrigger.  En caso de que hayan varios triggers en una tabla, se puede agregar el orden de ejecución. |
| cuertoTrigger | BEGIN...END.  Si se quieren ejecutar varias sentencias, se puede agregar el bloque dentro de BEGIN...END.  NEW O OLD.  Dentro se puede hacer referencia a el objeto new y old, Old hace referencia al registro que existe en la tabla y va a ser modificado o eliminado. New al nuevo registro que va a ser insertado o el nuevo registro que fue modificado. |

Ejemplos:

Por cada Insert en la tabla address, se ejecutará el código del trigger ANTES de realizar la inserción, y modificará el valor de stateProvinceId a 80. Por lo tanto, si consultamos sobre la tabla address, nuestro último registro tendrá el valor 80 en stateProvinceId.

|  |
| --- |
| **USE** ADVENTUREWORKS;  **DELIMITER** $$  **CREATE TRIGGER** trigger1  **BEFORE INSERT ON** address **FOR EACH ROW**  **BEGIN**  **SET NEW**.stateProvinceId = '80';  **END**;$$ |

Por cada Update en la tabla address, se ejecutará el código del trigger ANTES de realizar la actualización, y modificará el valor de stateProvinceId a 70. Además, modificará el valor de la columna ModifiedDate por el valor que genere la función now() al momento de ejecutarse. Por lo tanto, si consultamos sobre la tabla address, nuestro último registro luego de una actualización tendrá el valor 70 en stateProvinceId y la fecha que lo ejecutamos en el campo ModifiedDate.

|  |
| --- |
| **USE** ADVENTUREWORKS;  **DELIMITER** $$  **CREATE TRIGGER** trigger1  **BEFORE UPDATE ON** address **FOR EACH ROW**  **BEGIN**  **SET NEW**.stateProvinceId = '70';  **SET NEW**.modifiedDate = now();  **END**;$$ |

Transacciones

Permiten agrupar sentencias (bloque de sentencias), y si alguna de las sentencias falla se pueden deshacer los cambios de todas las sentencias sin alterar la base de datos. Proporcionan secuencias de bloque de codigo fiable, que permiten mantener una base de datos consistente, incluso frente a fallos del sistema. Este concepto es muy importante y utilizado en aplicaciones críticas, como apps bancarias, apps de stock, etc.

**Propiedades ACID:**

* **Atomicidad:** después de que comienza la transacción, todas las operaciones se completan o no se realizan. Es imposible estancarse en el medio. Si se produce un error durante la ejecución de la transacción, se revertirá al estado anterior al inicio de la transacción. El bloque de codigo es indivisible, como un atomo.
* **Consistencia:** antes de que la transacción comience y termine, las restricciones de integridad de la base de datos siguen existiendo. Los datos luego de la transacción deben seguir siendo consistentes.
* **Aislamiento:** solo una transacción puede solicitar los mismos datos, y las diferentes transacciones no interfieren entre sí. Por ejemplo, si una transacción quiere acceder de forma concurrente a los datos que están siendo utilizados por otra transacción, no podrá hacerlo hasta que la primera haya terminado.
* **Durabilidad:** una vez completada la transacción, todas las actualizaciones de la base de datos por la transacción se guardarán en la base de datos y no se pueden revertir, es decir, son permanentes.
* Commit: cuando se procesan los cambios hechos por las consultas serán permanentes.

|  |
| --- |
| **START TRANSACTION;**  **INSERT INTO** table(nombre) **VALUES** (“Zoe”);  **COMMIT;** |

* Rollback: deshacer cambios hasta el momento.

|  |
| --- |
| **START TRANSACTION;**  **INSERT INTO** table(edad) **VALUES** (10)**;**  **ROLLBACK;** |

**Niveles de aislamiento**

Las transacciones definen un nivel de aislamiento que determina la forma en que una transacción se aísla de las demás transacciones.

El aislamiento es la separación de las modificaciones de estructura o datos realizadas por diferentes transacciones. Los niveles de aislamiento se definen para los efectos secundarios de la simultaneidad que existen, como las lecturas de datos sucios o las lecturas fantasma.

Problemas de concurrencia que pueden surgir:

* **Lectura sucia:** tenemos 2 transacciones: A y B. La transacción A lee los datos actualizados por la transacción B, y luego B revierte la operación, luego los datos leídos por A son datos sucios.

|  |  |
| --- | --- |
| **Transacción 1** | **Transacción 2** |
| UPDATE cuentas SET saldo = saldo - 100 WHERE id = 1; |  |
|  | SELECT saldo FROM cuentas WHERE id = 1; |
| ROLLBACK; |  |

* **Lectura no repetible:** una transacción consulta el mismo dato dos veces durante la ejecución de la transacción y, la segunda vez, encuentra que el valor del dato ha sido modificado por otra transacción.

|  |  |
| --- | --- |
| **Transacción 1** | **Transacción 2** |
| SELECT saldo FROM cuentas WHERE id = 1; |  |
|  | UPDATE cuentas SET saldo = saldo - 100 WHERE id = 1; |
| SELECT saldo FROM cuentas WHERE id = 1; |  |

* **Lectura fantasma:** ocurre cuando una transacción ejecuta dos veces una consulta que devuelve un conjunto de filas y en la segunda ejecución de la consulta aparecen nuevas filas en el conjunto que no existían cuando se inició la transacción.

|  |  |
| --- | --- |
| **Transacción 1** | **Transacción 2** |
| SELECT SUM(saldo) FROM cuentas; |  |
|  | INSERT INTO cuentas VALUES (4, 3000); |
| SELECT SUM(saldo) FROM cuentas; |  |

Niveles de aislamiento:

* **Read Uncommitted:** en este nivel no se realiza ningún bloqueo, por lo tanto, permite que sucedan los tres problemas.
* **Read Committed:** en este caso los datos leídos por una transacción pueden ser modificados por otras transacciones, por lo tanto, se pueden dar los problemas lectura no repetible y lectura fantasma.
* **Repeatable Read:** en este nivel ningún registro leído con un SELECT puede ser modificado en otra transacción, por lo tanto, sólo puede suceder el problema de lectura fantasma.
* **Serializable:** en este caso las transacciones se ejecutan unas detrás de otras, sin que exista la posibilidad de concurrencia.

|  |  |  |  |
| --- | --- | --- | --- |
| Nivel | **Dirty Read** | **Non-Repeatable Read** | **Phantom Read** |
| **Read uncommitted** | Posible | Posible | Posible |
| **Read committed** |  | Posible | Posible |
| **Repeatable read** |  |  | Posible |
| **Serializable** |  |  |  |

Podemos consultar el nivel de aislamiento que estamos utilizando, consultando el contenido de la variable global y de sesión @@transaction\_isolation.  
SELECT @@GLOBAL.transaction\_isolation;  
SELECT [@@SESSION.transaction\_isolation](mailto:@@SESSION.transaction_isolation);

Optimización

**Índices**

Un índice es una estructura de datos. Su función es aumentar la velocidad de las consultas en una tabla.

Instrucciones INSET y UPDATE: llevan más tiempo en tablas con índices porque al ejecutarse se agregan o actualizar los valores en la bbdd y en el índice.

Instrucciones SELECT: son más rápidas en tablas con índices.

**Índice agrupado (CLUSTERED)**

Se identifica como primario (PRIMARY), se almacena junto con los datos en la propia tabla y ordena físicamente los registros.

* Cada vez que se insertan o actualizan datos, estos se reescriben en el índice para mantenerlos ordenados.
* Solo puede haber 1 por tabla.
* Por defecto, son índices primarios los campos definidos como clave primaria, clave foránea y constraint UNIQUE.

**Índice no-agrupado (NON-CLUSTERED)**